**Lab 7 - Binary Search Trees**

# Part 1: BST

* Create a link based Binary Search tree composed of a Node and a Tree struct. You should have a header file, BST.h, with the following:
  + Node struct containing left, right, and parent pointers, in addition to holding an Data struct value.
  + Tree struct containing a pointer to the root of the tree.
  + A function declaration for a function that allocates a tree, and initializes the root to NULL;
  + A function declaration for a function that takes a Data struct as a parameter, allocates a node, and initializes the left, right, parent fields to NULL.
* You should also have a source file, BST.c, that implements the two declared functions:
  + Tree \* createTree();
  + Node \* createNode();
* Test your functions and structure to ensure everything is initialized correctly by creating a Tree and adding a root to it.

# Part 2: BST Operations

* Alter your header file to contain the function declarations for insert and search. Implement the operations in your BST.c file.
* INSERT:
  + Create a function, void insert(Tree \* bst, Data value), that inserts into the tree – Helpful hints:
    - Make sure you check for the special case of an empty tree [if(bst->root == NULL)],
    - After checking for the root, use a separate helper function to insert a value into the tree, void insertNode(Node \* node, Data value), that you can use for the recursive call
    - If the value is already in the tree, just print a message that you cannot insert duplicate values
* SEARCH:
  + Create a function, Node \* search(Tree \* bst, Data value), that searches for a value in the tree. You only need to print out if the value is found or not – Helpful hints:
    - Make sure you check for the special case of an empty tree [if(bst->root == NULL)],
    - After checking for the root, use a separate helper function to search the tree, Node \* searchNode(Node \* node, Data value), that you can use for the recursive call

Part 3: Testing Your Tree

* In your main, do the following to test your tree:
  + ![](data:image/png;base64,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)Using your insert function, read in the 9 integers for a data.txt file (put these numbers in your file: 5 7 3 8 2 6 4 9 1), create a Data struct for each, and insert them into the tree.
    - Your tree should look like the image below:
  + Using your search function, prompt the user for a value to search for in the tree or 0 to stop searching.
    - Print out the node value, the parent node value, and the child node values, if not a leaf node

# Part 4: Submission

Create a tar archive with the command “tar -czvf lab7.tar.gz .”, and then email your archive to bu580u2017@gmail.com and cc your TA dmu1@binghamton.edu before the submission deadline. Make sure you do not include the executable in your archive (make clean before creating the archive). Late assignments will not be accepted under any circumstances. Plan to turn in your assignments early.

Demo your lab before the demo deadline (after the submission deadline) by downloading your submission from class Gmail and extracting your archive with the command “tar -xvf lab7.tar.gz”. Then compile (with your makefile), and run your code, show your source to your TA, and answer any questions your TA may have.

# Grading Guidelines

## Part 1:

* + Part A: 3 points
* **Part 2:**
  + Insert works correctly: 3 points
  + Search works correctly: 2 points
* **Part 3:**
  + Tests by using data.txt: 1 point

## Style Guidelines and Memory Leaks

* + Follows Style Guidelines: 1 point

Submission Deadline: 11:59pm 12/10/2017 EST

Demo Deadline: 2:00pm 12/15/2017 EST

Note: You can demo before the submission deadline for this lab.